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### Jurnal Terbimbing

1. Lengkapi kode program berikut untuk menyusun sebuah program untuk mengelola data dengan menggunakan Tree

### **public class BinaryTree {**

### Node root;

### **public static void main(String[] args) {**

### BinaryTree tree = new BinaryTree();

### /\*

### lakukan proses penambahan data dengan memanggil method insert, ambil studi kasus sebanyak n nilai

### \*/

### tree.dataShow();

### }

### 

### **public BinaryTree() {**

### root = null;

### }

### **public void insert(int data) {**

### root = insertRecord(root, data);

### }

### **private Node insertRecord(Node root, int data) {**

### if (root == null) {

### root = new Node(data);

### return root;

### }

### if (data < root.data)

### root.left = insertRecord(root.left, data);

### else if (data > root.data)

### root.right = insertRecord(root.right, data);

### return root;

### }

### **public void dataShow() {**

### System.out.print("inorder : ");

### inorderRec(root);

### System.out.print("Preorder : ");

### preorderTraversal(root);

### System.out.print("Postorder : ");

### postorderTraversal(root);

### }

### 

### **/\* Inorder traversal**

### **a. Traverse the left subtree**

### **b. Visit the root.**

### **c. Traverse the right subtree**

### **\*/**

### **private void inorderRec(Node root) {**

### if (root != null) {

### inorderRec(root.left);

### System.out.print(root.data + " ");

### inorderRec(root.right);

### }

### }

### **/\* Preorder traversal**

### **a. Visit the root.**

### **b. Traverse the left subtree**

### **c. Traverse the right subtree**

### **\*/**

### **void preorderTraversal(Node node) {**

### if (node == null)

### return;

### System.out.print(node.data + " ");

### preorderTraversal(node.left);

### preorderTraversal(node.right);

### }

### **/\* Postorder traversal**

### **a. Traverse the left subtree**

### **b. Traverse the right subtree**

### **c. Visit the root.**

### **\*/**

### **void postorderTraversal(Node node) {**

### if (node == null)

### return;

### postorderTraversal (node.left);

### postorderTraversal (node.right);

### System.out.print(node.data + " ");

### }

### // Node Class

### **class Node {**

### int data;

### Node left, right;

### public Node(int item) {

### data = item;

### left = right = null;

### }

### }

1. Buatlah method yang dapat digunakan untuk melakukan pencarian sebuah nilai. Mekanisme pencarian yang dilakukan adalah sama, dengan memanfaatkan konsep rekursif untuk mencari berdasarkan komparasi value data dicari dengan data nilai yang ada pada node.
   1. Jika nilai data pada node/root
      1. null, data tidak ditemukan
      2. data cari == data node, data ditemukan
      3. data cari < data node, lakukan pencarian ke child kiri
      4. data cari > data node, lakukan pencarian ke child kanan

public boolean search(int data) {

return searchRec(root, data);

}

**private boolean searchRec(Node root, int data) {**

if (root == null)

return \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_;

if (\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_)

return true;

if (\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_)

return searchRec(root.left, data);

else

return searchRec(\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_);

}

1. Buatlah method yang dapat digunakan untuk melakukan mencari nilai terbesar. Perhatikan bahwa mencari nilai terbesar, berada pada node paling kanan, lakukan rekursif hingga **child kanan** memiliki nilai null

**public int findMax() {**

return findMaxRec(root);

}

**private int findMaxRec(Node root) {**

if (root == null)

throw new IllegalStateException("Empty Tree");

/\*

jika **child kanan** memiliki nilai null, berarti data ditemukan pada node tersebut

\*/

if (root.right == \_\_\_\_\_\_\_\_)

return root.data;

/\*

rekursif jika data child kanan masih memiliki nilai

\*/

return findMaxRec(\_\_\_\_\_\_\_\_);

}

### Jurnal Mandiri

1. Gunakan kode program pada jurnal terbimbing, dan buatlah method yang dapat digunakan untuk melakukan mencari nilai terkecil. Perhatikan bahwa mencari nilai terkecil, berada pada node paling **kiri**, lakukan rekursif hingga **child kiri** memiliki nilai null
2. Modifikasi program pada jurnal terbimbing, sehingga data yang dikelola bukan dalam bentuk data integer saja, namun untuk mengelola kelas berikut ini. Data terurut berdasarkan NIM

// Node Class

**class Node {**

Mahasiswa mahasiswa;

Node left, right;

public Node(Mahasiswa mahasiswa) {

this.mahasiswa = mahasiswa;

left = right = null;

}

}

**class Mahasiswa{**

int nim;

String nama;

public Mahasiswa(int nim, String nama){

this.nim=nim;

this.nama=nama;

}

public int getNim(){

return nim;

}

public String getNama(){

return nama;

}

public String toString(){

return (nim +" "+nama);

}

}